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SUMMARY

Research and practice in software engineering have led to an extensive set of metrics for the evaluation of
almost every aspect of software development. One of the major challenges for any quality model is the
combination of metrics, which are complementary to each other. In this paper, we propose the use of Data
Envelopment Analysis (DEA), a non-parametric technique employed in economics, as a means of providing
a unified view of selected design metrics. The proposed application of DEA aims at assessing the overall
trend of quality during the evolution of software systems, by considering releases of a project as units to
be ranked. An important benefit derived from the use of DEA is the ability to “normalize” the evaluation
over the size characteristics of the examined systems, which is vital when comparing projects of different
scale. Results are presented for successive versions of two open-source, one industrial and one research
project, whereas validation, whereas validation is performed by comparing the findings with the results
obtained by Analytic Hierarchy Process, which is an acknowledged multi-criteria decision analysis ap-
proach. According to the results, DEA enables the perception of global trends in qualitative characteristics,
which would be otherwise difficult to recognize and interpret. Copyright © 2012 John Wiley & Sons, Ltd.
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1. INTRODUCTION

Software metrics are widely considered as a means to capture objectively the quality of software
products, processes or projects [1]. A direct consequence of this perspective is the multitude of
metrics that have been proposed in the literature for the quantification of almost every aspect of
software products and software development lifecycle, as well as the support provided by all
Computer-Aided Software Engineering tools for performing measurements. A number of studies
provide empirical evidence supporting the role of metrics in determining high-level quality
attributes [2], such as software defects [3, 4], maintenance effort [5, 6], reusability, and flexibility [7].
However, it should be noted that despite their long history in software engineering, the value that
metrics can offer is frequently brought in question [8].

One of the major challenges when analyzing the quality of software projects is the problem of
unifying the values of different metrics, aiming at the assessment of closely related but different
notions of a quality attribute. In other words, it is non-trivial to reveal the relationships between
high-level quality properties, such as maintainability and internal quality attributes [9, 10]. As an
example, according to ISO 9126 [11], the main quality characteristic referring to maintainability is
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assessed in terms of four sub-characteristics, namely analyzability, changeability, stability, and
testability. Each sub-characteristic can be supposedly assessed in an objective manner employing
appropriate software metrics [7]. This is the point at which most quality frameworks are differentiated
because various complementary measures exist for the quantification of a given sub-characteristic,
and the selection of them depends on the perspective of the modelers. For example, according to the
SQO-OSS quality model [12], changeability for open-source software (incl. procedural code) depends on
the average size of statements, the vocabulary frequency, the number of unconditional jumps, the number
of nested levels, the coupling between objects, the lack of cohesion, and the depth of the inheritance tree.

However, even if a software quality model is adopted and the metrics for the quantification of each
sub-characteristic are established, one key problem is that software metrics have to be combined in
order to provide a single view and allow the ranking of the examined project or module at a certain
level (we use the term combination to refer to the unified consideration of several metrics for the
same artifact in contrast to aggregation, which refers to the employed mechanism for unifying
measurements from the micro-level of individual artifacts, for example, methods, classes, and
packages to the macro-level of the entire software system [13]).

The second challenge related to the assessment of the quality of a software artifact concerns the
consideration only of “output” variables neglecting the fact that software projects may be completely
different in terms of size. This is particularly important when metrics are used to compare different
software projects or, as in the case of this paper, successive versions of the same project to assess its
evolution. Even if metrics are normalized over some global system measure, when two systems are
assessed by means of metrics, one of the two might be significantly larger in terms of delivered
functionality. It is generally acknowledged that system’s size and relevant complexity affect design
properties and thus should not be neglected when comparing software systems of unequal
dimensions. Comparing and especially benchmarking software systems or versions neglecting their
size might lead to situations where apples are compared with oranges.

The aforementioned issues become extremely important when the goal is to assess the evolution of a
software system observing selected metric values over a number of successive versions [9, 14].
According to the recommendations proposed by Lehman and Ramil for software evolution
planning [15], metric tracking and monitoring changes in evolutionary trends is a desirable
management aid. It is now understood that organized collections of software repositories can offer a
rich source of information regarding software quality and previous design decisions [16], because they
grant access to historical versions of the source code [17]. An entire field of research, namely the
Mining of Software Repositories [18] has focused on the exploitation of past software related data to
support the maintenance of software systems, improve software design/reuse, and empirically validate
novel ideas and techniques. The correct interpretation of metrics in the context of evolution and a
reliable approach to combine metrics reflecting complementary aspects of quality are therefore essential.

The approach presented in this paper draws ideas, which have been widely applied in production
economics, where researchers have developed elaborated techniques that allow the benchmarking of
different companies that have varying size characteristics and whose efficiency is a nonlinear function
of a number of inputs and outputs. When comparing the efficiency of two companies, it cannot be
claimed that a company A is more efficient than a company B, simply because the profit of the first is
larger. It might be the case that the larger profit of A is achieved at the cost of 10 times the amount of
investment. Efficiency can be trivially obtained for a single input/output process as the ratio of output
over input. However, efficiency computation becomes a challenging and non-trivial issue when
numerous factors should be considered simultaneously and when there is a nonlinear relationship
between inputs and outputs [19].

The analogy between the benchmarking of companies with different “input” characteristics assessing
various “output” measures to the comparison of successive software versions forms the inspiration of the
proposed approach. Software design metrics, such as coupling and cohesion are the means to assess the
output of a design process in analogy to economic factors such as profit and sales which are measured
when assessing the productivity of a company. One of the most successful approaches for providing a
single view of various economic factors is the well-studied Data Envelopment Analysis (DEA),
originally proposed by Charnes et al. [19]. DEA employs linear programming methods to measure the
performance of so-called decision-making units (DMUs) with respect to each other. Furthermore, DEA
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accounts for the inputs to each assessed company, such as employees, investments, resources, loans, and so
on. This makes DEA an ideal choice for comparing the evolution among different software versions, which
differ in terms of size, delivered functionality, or number of state variables.

In this paper, we illustrate the suitability of DEA as a standard, simple, and automatable approach
for assessing the evolution of quality over a number of successive software versions. The obtained
combined view of selected software metrics, the choice of which does not affect the application of
the approach, and the inherent normalization over the input characteristics provides an objective way
to study the evolution of certain aspects of design quality. The fact that the compared systems are of
the same nature is another factor that underpins the suitability of DEA as the compared units should
be of the same nature [20].

In a previous study, we presented the use of DEA as a means of benchmarking software projects
belonging to two different categories, namely libraries (APIs) and applications [21]. The results
indicated that libraries exhibit a superior design quality compared with applications, according to a
set of selected metrics. The major threat to the validity of that study is the fact that the examined
systems belonged to different sub-categories (e.g., the application software consisted of various
kinds of projects, such as games, editors, scientific software, etc.), whereas DEA is ideal for
benchmarking systems of the same type. This is completely ensured in the current study because the
goal is to rank versions of the same system eliminating the risk of comparing unrelated projects.

Nevertheless, it should be mentioned that the application of DEA in order to assess the evolution of
quality over a number of software versions is preliminary. The limitations of the proposed approach, as
well as a number of threats to the validity of the results are recognized, imposing the need for further
validation on a larger set of open-source and industrial projects.

The rest of the paper is organized as follows: Section 2 provides an overview of approaches
employed for the combination of metrics. A brief introduction of DEA is given in Section 3 along
with a discussion of its use in the software design context and the added value that it can offer. The
application of Analytic Hierarchy Process (AHP) is presented in Section 4. Results for four case
studies are discussed in Section 5, whereas limitations and threats to validity are given in Section 6.
Finally, we conclude in Section 7.

2. RELATED WORK

Several approaches are used in the software engineering community to confront the issue of combining
software metrics. The most classic approach is to obtain an aggregate figure as a weighted average of
individual metric results. In this case, a quantitative estimate for the attribute of interest is computed as
the sum of the products of the weight and each measure value [22]. A typical example is the
Maintainability Index [23], which combines several code measures into a polynomial that can be
used as an indicator of maintainability. Beyond the immediate drawback related to the subjective
selection of weights, it is questionable whether weighing and summing are legal operations for
metrics of different scales and units [22]. However, the weighted sum is by far the most widely used
approach for the combination of metrics.

An alternative approach is profile based evaluation [24], where a profile vector refers to the
minimum (or maximum) values that metrics should have so that they can be combined at a certain
level. As an example for analyzability, a cyclomatic complexity lower than 4, a number of
declarations lower than 10, a comment ratio higher than 0.5, and an average size of declarations
lower than 4 would lead to an assessment ranked “Excellent” [25]. The selection of the appropriate
threshold values that constitute the profile vector (in this case, the vector [4, 10, 0.5, 4]) is obviously
the aspect that introduces subjectivity into this approach.

Various measures can also be combined in the context of multivariate regression analysis employing
techniques, such as Principal Component Analysis to select the metrics that should be included in a model
based on their explanatory strength [26]. However, because the models are constructed using past data for
training, the model is perfectly suited to the examined data but the usual threats to its ability for
generalization are valid. Multiple measures can also be combined into a single view employing
visualization techniques, but these strategies suffer from the need to rely on human expertise.
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Despite the obvious importance of metric combination for assessing the overall quality of a given
system, the unification of multiple metrics is also a major challenge in search-based determination of
refactorings [27]. Search-based refactoring aims at extracting a single sequence of refactorings that
leads to an optimum system. Search exploration is usually guided by a single metric that measures
the overall quality of the system and is used as the fitness function that evaluates each solution.
Evaluation functions consisting of multiple metric values have also been used by O’Keeffe and
O’Cinnéide [28] to drive the search techniques for performing automated refactorings. The
combination of metrics is necessary in case the corresponding formulation is as a single-objective
search problem. According to Harman and Tratt [27], if weights are used to combine multiple
metrics into a single one, problems can arise when the choice of weight coefficients is unclear and
when the various metric values are not independent.

The combination of multiple metrics is also a requirement for treating the allocation of methods and
attributes in an object-oriented system as an optimization problem where the goal is to minimize by
means of genetic algorithms certain metrics, such as cohesion and coupling [29]. The alternative
would be to employ multiple complementary measures forming the more complex multi-objective
genetic algorithm approach [30]. However, a multi-objective algorithm leads inevitably to a large
number of alternative, non-dominated solutions that have to be inspected by the designer. It should
also be mentioned that multi-objective approaches have a significantly higher computational cost,
which can be prohibitive in terms of time even for a small-sized system.

3. APPLICATION OF DATA ENVELOPMENT ANALYSIS

3.1. Brief description of Data Envelopment Analysis

Data Envelopment Analysis is a linear programming methodology that evaluates the relative efficiency
of a number of DMUs, which utilize multiple inputs to produce multiple outputs [19]. The units that
attain the maximum efficiency score form a mathematical space, which envelops all the other less
efficient units. This space is the so called “efficient frontier” and the degree of inefficiency of all
other units is evaluated in relation to their distance from the efficient frontier. The relative efficiency
of a DMU is calculated by forming the ratio of a weighted sum of outputs to a weighted sum of
inputs. The weights for both outputs and inputs are calculated in a manner that gives the maximal
efficiency measure of each DMU, subject to the constraint that no DMU can have an efficiency
score greater than unity [31, 32]. A more detailed illustration of how DEA works by means of a
simplified example is provided in Section 3.2.

One of the primary advantages of DEA is that each input and output can be measured in its physical
units. There is no need for a weighting system that reduces those units into a single unit measure [33].
Another strength of DEA is that it allows each DMU to select the weights that maximize its own
efficiency. DEA can also be used as a multi-criteria decision making (MCDM) tool, if inputs and
outputs are considered as criteria for evaluating DMUs, with minimization of inputs and/or
maximization of outputs as the associated objectives of this methodology [34]. A multi-criteria
usage of DEA is ranking the DMUs in terms of their efficiency, that is, the ability to convert inputs
into outputs leading to the most classical application of DEA, which refers to the benchmarking of
companies [31]. Beyond the primary domain of production economics, DEA has been successfully
applied to a wide range of contexts, such as education, health care, banking, auditing, sports, market
research, and so on. A few characteristic examples are given next [35]. A noteworthy application of
DEA was the evaluation of the performance of medical and surgical departments of a number of
acute hospitals; this kind of studies is very complex because of the amount of input and output
information needed to describe the hospitals’ services and the patients’ trajectories. In the field of
engineering, DEA has been applied in electric power systems, semiconductor assembly, flexible
manufacturing systems, and so on. These examples are indicative of the diffusion of the DEA
methodology into many different disciplines and contexts; however, to our knowledge, DEA has not
been applied to evaluate successive versions of the same system in general and particularly in the
evolution of a software system.
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3.2. Software context

As already mentioned, DEA is employed in our approach in order to rank successive versions of the
same software project according to a unified view of selected design metrics and considering size
characteristics of the examined projects. Obviously, a software project cannot have a direct analogy
to a business unit, which is the usual target of evaluation by DEA. However, design metrics, such
as coupling, cohesion, and complexity can be considered as the “outputs” of the software design
process, which the developers seek to optimize (minimize or maximize depending on the particular
metric). Considering two successive software versions s; and s;,;, with the same size characteristics,
the version with the better metric values can be considered as more efficient, from a design quality
perspective. DEA estimates a single efficiency score and thus it handles the unification of the
different selected output metrics.

However, under realistic conditions, it would be unfair to compare two software versions with
different size characteristics, that is, with different functionality. As an example, comparing versions
s; and s, and assuming that the latter version has been significantly enhanced in terms of
functionality (which would be reflected in an increased LOC count, increased number of classes,
methods, and attributes) simply on the basis of their design metrics (even if they are normalized
over some global size measure) would be misleading. A larger system that achieves the same
average class complexity, coupling or cohesion with a substantially smaller one, would be generally
considered as better designed. This perspective imposes the need to consider “inputs” to the design
process along with the “output” metrics for the examined system.

An ideal and code independent measure of size would be the requested system functionality from
the user’s point of view as measured by function points [36]. However, because of the lack of
documented function point measures for most open-source projects, we relaxed the specification
of “inputs” to indirect size measures that can be extracted from the source code, such as the number
of methods, attributes, or classes. These size metrics are not ideal candidates as inputs to an
efficiency evaluation approach because their value also depends on the design decisions taken by the
developers. However, considering that in a typical object-oriented analysis and design methodology
most classes, methods, and attributes have been discovered when the final design phase is reached,
the corresponding metrics can be treated as inputs to that phase. This relaxed view is graphically
illustrated in Figure 1. Therefore, the evaluation of the final design phase where major design
decisions are taken, class relationships are finalized, design principles are enforced, and design
patterns eventually are implemented, can be performed based on these size measures as inputs and
the selected software metrics as outputs. This is similar to a business unit that, for given input
resources, strives for the best (financial) results.

A major difference compared with the conventional application of DEA in an economic context, is
that within the aforementioned perspective, inputs to the design phase are not negotiable. Obviously,
for a given functionality, there are several alternatives in terms of methods, attributes, and classes
that can implement the requested functional requirements. However, when benchmarking software
versions of the same project, it would be irrational to suggest an artificial increase to the number of
classes/methods/attributes just in order to improve the efficiency of a version. Consequently, we
view the system with the higher input values (larger size) as better than another one with smaller
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Figure 1. Relaxed view of the software design process forming the context of DEA.
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size (that has the same output design metric values), but we do not treat the inputs as variables that can
be adjusted.

To illustrate how DEA works, let us assume a software system of eight versions (v.1, v.2, v.3, ..,
v.8) where each version needs to be assessed by means of one input and two outputs (we employed in
this case only two outputs and one input in order to be able to depict graphically the solution of the
system). For this example, we used the Number of Operations (NOO) as input, and the average fan-
in coupling and average class cohesion as outputs. Sample data are given in Table 1.

The efficiency score of each version (DMU), for example of version v.4, is given by maximizing the
weighted ratio of all outputs over all inputs, subject to the constraints that the efficiency scores for each
DMU must be less than or equal to unity:

Uly4-Yiva T Udva-Yova

max
Uly.d,U2y4,Vy 4 Vy4-Xy 4

subject to

Uly4-Y1i + Uzp4-Y2i <1 Vie{nl ».8}
o < A,

Ulya, Uzys, Vs =0

where uy,_,, Uy, , are weights for the two outputs of version v.x and v, , is the weight for the input of
version v.x.

Because this problem has an infinite number of solutions, a reformulation of the DEA model is
required aiming to convert the objective function to a linear function. The resulting model is the so
called “multiplier form”, which has a corresponding dual model that is usually easier to be solved
(duality theory in linear programming problems). The solution of the latter model, so called
“envelopment form”, leads to the calculation of a single efficiency score for each DMU.

To illustrate graphically the essence of DEA, we show in Figure 2, the points that represent each of
the examined versions. In order to be able to illustrate all data on a two-axis plane, we normalized the
outputs over the employed input, that is, axis x corresponds to fan-in coupling/NOO whereas axis y
corresponds to cohesion/NOO. The results of that normalization process are presented in Table II.

The efficiency score of version v.4 (point A in the diagram) is calculated by the radial measure
efficiency, 4 = % .
intersection with the two axes. As it can be observed, the efficiency of version v.4 can be improved
either by increasing cohesion or fan-in coupling to move the DMU closer to the efficient frontier as
shown by the dashed arrows or by a combination of both actions. The distance of each version from
the efficient frontier determines the ranking of each version compared with the others. For example,
according to these metrics, versions v.1 and v.2 are efficient and ranked first, whereas version v.8 is
ranked last.

The model described earlier is the basic DEA model. Many other DEA models have been proposed
to deal with specific problems. An interesting variant is the super-efficiency DEA model [37]. This
model was introduced with the objective to provide a full ranking of all DMUs when the basic DEA
model produces several efficient units (as in the earlier example where versions v.1 and v.2 have an
efficiency score equal to one). Because the full ranking of the successive versions of a software
project is indispensable in order to evaluate its progress, the super-efficiency DEA model was
chosen to be applied in our analysis. This model excludes the efficient DMU under evaluation from

The efficient frontier is defined essentially by versions v.1 and v.2 and the

Table I. Sample data for DEA example.

v.1 v.2 v.3 v.4 v.5 v.6 v.7 v.8
NOO (x) 130 150 200 230 300 320 400 450
Fan-in coupling (y,) 10.6 11.2 13 13.6 15 15.1 15.8 14
Cohesion (y,) 9 12.5 10.5 11 12 10 9 13
Copyright © 2012 John Wiley & Sons, Ltd. J. Softw.: Evol. and Proc. 2013; 25:303-324
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Figure 2. Efficient frontier for the examined versions of the sample software project.

Table II. Normalized data for DEA example.

v.1 v.2 v.3 v.4 v.5 v.6 v.7 v.8
NOO (x) 1 1 1 1 1 1 1 1
Fan-in coupling (y,) 0.08 0.07 0.07 0.06 0.05 0.05 0.04 0.03
Cohesion (y,) 0.07 0.08 0.05 0.05 0.04 0.03 0.02 0.03

the efficient frontier. The effect of this is to shrink the frontier, allowing the efficient DMU to become
super-efficient because it now has a score greater than unity.

If, for example, version v.2 is excluded from the efficient frontier, point v.1 would be directly linked
to the vertical axis (see the displacement of the efficient frontier in Figure 3). As a result, point v.2
would be above the efficient frontier resulting in an efficiency score greater than one. In this case,
which essentially applies the super-efficiency DEA model, the efficiency score of version v.2 (point
B in the diagram) is calculated by the radial measure efficiency,, = % > 1. This process will be
repeated for all units whose efficiency score is equal to unity according to the initial efficient
frontier (in this case, version v.1). By applying the super-efficiency DEA model, a full ranking of all
DMUs becomes feasible because, after the application of this process, versions v.1 and v.2 will have
a distinct efficiency score.

3.3. Added value of Data Envelopment Analysis

As already mentioned, DEA offers an automated and objective means of obtaining the overall picture
when assessing the trends of multiple metrics, during the evolution of a software system. The added
value of DEA essentially depends on how much the series of metrics data are convoluted. Highly
convoluted trends of metrics (i.e., when their trends are not similar during periods of the software
history) are difficult to assess, as no single representative trend can be derived.

The set of metrics and size values over a number of versions essentially constitutes a time series.
According to Javed et al. [38], the perception of multiple, concurrent time series can be non-trivial and
depends heavily on the extent of visual clutter. Several similarity measures have been proposed in the
literature of data mining in order to capture the similarity between two time series X =xy, X, .. ., X, and
T=y1, y2, . .., yn to assess, for example, whether two stocks have similar movements during a selected
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Figure 3. Displacement of the efficient frontier in case of using the super-efficiency DEA model.

period [39]. An effective and simple similarity measure for time series that can be represented by a
piecewise linear approximation is the trend similarity measure [40]. The time series formed by metric
values of successive software versions are inherently piecewise linear and each line, corresponding to
the transition from one version to the next, is characterized by its trend, which can have one of the
following three statuses, namely increasing, constant, and decreasing, depending on the slope of each
line segment. Formally, the trend of each line segment can be defined as [40, 41]:

1 slope >0
trend(slope) = ¢ 0  slope =0
—1 slope <0

whereas the distance between the trends of two line segments is obtained as [40]:

| O trend(slope,) = trend(slope;)
td(slopey, slope>) = { 1 trend(slope,) # trend(slope;)

Finally, the piecewise similarity of two time series is obtained as the complement of their average
distance considering all line segments:

|
trendSim(TS1,TS,) = 1 — trendDist(TS,,TS;) = 1 — Nth(slopeu,slopezi)
i=1

where:

TS, and TS, refer to the analyzed time series,
N is the number of line segments (i.e., the number of examined versions minus one), and slope;; and
slope,; correspond to the slope of line segment i for the first and second time series, respectively,
whereas trendDist refers to the distance between the two series.

It should be noted that the definitions in [40] have been slightly adapted to allow for an intuitive
interpretation of similarity where a larger absolute value corresponds to higher similarity.
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The definition of the trend similarity measure ensures that the similarity is normalized in the
range [0, 1]. The higher the value is, the more similar the time series are. To quantify the extent
of cluttering for several time series, we calculate the average trend similarity, considering all

pairs of time series:
noPairs

AverageTrendSimilarity = 72 trendSim(TSi, TSj)
noPairs -~
i,j=1
i
where the number of time series pairs is equal to the number of their combinations.

An average trend similarity close to one implies a large similarity between the trends of the
examined metrics, allowing a relatively easier interpretation of the evolution. On the other hand,
highly cluttered trends lead to a low average trend similarity, prohibiting software stakeholders from
extracting straightforward conclusions from the examination of metric values. It is in these cases
that DEA helps the most by providing an overall picture for the evolution of quality, based on the
selected metrics. In all case studies that will be presented in Section 5, the average trend similarity
of the metrics is provided to indicate how difficult it would be to obtain an overall picture of the
evolution without the use of DEA.

4. APPLICATION OF ANALYTIC HIERARCHY PROCESS

4.1. Brief description of Analytic Hierarchy Process

The Analytic Hierarchy Process, developed by Saaty [42], has been applied in a wide variety of MCDM
problems. The AHP methodology consists of the following steps: (i) constructing the hierarchy of the
components of the problem, which comprises a goal at the topmost level, criteria (and subcriteria in
some cases) at the intermediate levels and the alternatives (or options) at the lowest level; (ii) priority
setting of the criteria by pairwise comparisons, using an ordinal scale from 1 (equal importance) to 9
(extreme importance of a criterion compared to the other criterion in the pair); (iii) rating the options by
pairwise comparisons of them on each criterion; and (iv) obtaining an overall relative score for each
option. The main strengths of the methodology could be summarized to the following lines: a decision
problem is decomposed through AHP into its constituent parts, stressing the importance of each
criterion. The ability of the method to check inconsistencies and its convenience are also advantages of
AHP over other multi-criteria methods. According to many researchers (e.g., [43]), AHP is one of the
most reliable MCDM methods. Among the weaknesses of the method, which should be mentioned, is
the substantial number of pairwise comparisons required (@, where m and n is the number of
criteria and options respectively), which usually makes the application of AHP a lengthy task. AHP has
been criticized as it does not adhere to rank reversal situations. A rank reversal is likely to occur when
an irrelevant alternative is added to or removed from the set of existing options. However, several
researchers (e.g., [44, 45]) have successfully addressed rank reversal situations, without causing a
change in ranks of the options being evaluated. Broad areas where AHP has been successfully
employed include the selection of one alternative from a set of alternatives, ranking, resource
allocation, forecasting, quality management, business process reengineering, and so on.

4.2. Software context

In a similar but less subjective manner, AHP can also be applied with the goal of ranking successive
versions of the same software project, according to the values of “output” design metrics and
“input” size characteristics. AHP has also been used in previous approaches in order to assist
metrics-based decision making [46]. However, it has not been applied in the context of evolution
analysis while input and output metrics have been equally treated. The proposed procedure of using
AHP to rank successive software versions is illustrated in Figure 4.

In order to use AHP as a means of validation against the results of DEA, we applied AHP using the
same criteria, that is, the same set of input and output metrics as for DEA. However, as already
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Ranking successive
versions of a software

Goal: project (JMol)
Number of Number of . . .
Criteria: Operations Attributes Coupling Cohesion Complexity
X Version Version Version | .. Version
Alternatives: 11.0 1101 1102 1.6

Figure 4. The procedure of AHP in the context of various versions of a software system.

mentioned, AHP requires the priority setting of the criteria by assigning weights to each one. To avoid
any possible bias, priority weights have been obtained from a study relying on the opinion of an
expert [46] for the first two case studies discussed in Sections 5.2.1 and 5.2.2. These priority
weights indicate, for example, that complexity is regarded (according to that expert) as moderately
more important than coupling, while size is regarded as slightly more important than coupling. For
the research project discussed in Section 5.2.3, for which changeability was the feature of interest,
the priority weights have been obtained from the authors of the SQO-OSS quality model [25]. For
example, they conveyed that open-source developers consider cohesion as less important than
coupling and depth of inheritance tree. For the industrial modules examined in Section 5.2.4, the
priority weights were given by the lead software engineer involved in their maintenance. Given that
the quality has been assessed by the type and number of faults, it was considered that design faults
are more important than programming faults.

The Analytic Hierarchy Process requires also the rating of the alternatives (which, in our case, are
the different versions of the examined project) for each criterion (which, in our case, are the selected
metrics) by pairwise comparisons. Usually this rating scheme depends on the expertise of the
evaluator. However, in the proposed study, it is possible to avoid the further use of subjective
ratings because the alternatives, which are compared by AHP, are different versions of the same
system. Therefore, an objective rating of the values can be obtained by uniform quantization over
the range of values that each metric has for all of the examined versions. In other words, the version
exhibiting the lowest (maximum) value for a specific metric obtains the lowest (highest) possible
rating and all other versions are rated proportionally. For example, the complexity for the examined
versions of JMol (presented in Section 5.2.1) ranges from 3.41 (lowest value) to 3.81 (highest
value). As a result, for a nine-point measurement scale, which is usually employed in AHP, the
quantization step size is equal to A = %m =0.044." Given that 3.41 is the optimum observed
value, other values within the same step obtain a rating of “1”, while values in the other end of the
spectrum, which essentially differ drastically from 3.41, obtain a rating of “9”. The formula for
obtaining the index of the quantized value, for an observed value x is given by Q;[x] = 1 + L)%J .
Because input metrics are treated under a different perspective than the output metrics, as already
mentioned, the rating scheme for input metrics is the inverse for that of the output metrics. For
example, the Number of Methods for the examined versions of JMol ranges from 4686 to 6461.
Now, the highest value of 6461 is the optimum observed one, corresponding to a rating of “1”".

Eventually, AHP considers both the priority setting of each criterion and the pairwise comparisons
of the ratings for the examined software versions and extracts an overall score for each software
version, which are essentially the alternatives in the context of AHP.

'A minor issue stems from the fact that uniform scalar quantization assumes that the entire range is inclusive of the lower
bound and exclusive of the upper bound, i.e., range = [min, max). To avoid having the max value be assigned to the 10th
region, the original max value is slightly increased by adding a very small value.
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5. CASE STUDIES AND DISCUSSION
5.1. Context

To investigate the suitability of DEA as a means for assessing the evolution of software projects
employing several software metrics, we applied the aforementioned non-parametric technique to
four different case studies, namely two open-source projects, one academic research project, and one
industrial telecommunications system (results are given for two modules of the latter system). It
should be noted that, in all cases, the super-efficiency DEA model has been applied.

The open-source systems on which DEA has been applied are JMol and JFreeChart. JMol is a free,
open-source molecule viewer for students, educators, and researchers in chemistry and biochemistry,
which has been constantly evolving since 2004. The selected project versions range from 11.0 to
11.6. In total, 26 successive project versions are included within this range. JFreechart is a rather
mature open-source chart library, which has been constantly evolving since 2000. The selected
project versions range from 0.9.0 to 0.9.21 (22 successive project versions).

The aspects that have been selected for the analysis of JMol include coupling (measured by Message
Passing Coupling, MPC [47]), cohesion (measured by Lack of Cohesion of Methods, LCOM" [48-50]
that extracts the percentage of methods that do not access a specific attribute of a class averaged over
all attributes in that class), and complexity (Cyclomatic Complexity per Method [51]). The size
characteristics have been captured by the NOO and number of attributes (NOA). These metrics have
been selected because coupling, cohesion, and complexity are the most standard means for assessing
the design quality of an object-oriented system. However, it should be stressed that the goal is to
illustrate the suitability of DEA whose application is independent of the kind of metrics used.

To the same end, the metrics, which have been used for the analysis of JFreeChart are different and
have been retrieved without any modification from [52] in order to further emphasize that DEA can be
applied in any experimental setting regarding the selection of metrics. For JFreeChart, the output
metrics are cohesion, fan-in and fan-out coupling [52], whereas the input metric reflecting the size
characteristics is only the number of classes.

The research project that has been employed in the third case study is JDeodorant, which is an
Eclipse plug-in allowing the detection and automatic resolution of code smells in object-oriented
systems. It is the outcome of 4years of development in the Software Engineering Group at the
Department of Applied Informatics, University of Macedonia, Greece. Twenty revisions have been
selected for the analysis reflecting the major changes in terms of functionality that have occurred in
the project’s history.

The aspect that has been selected in order to assess the evolution of JDeodorant with the passage of
generations is changeability, which is one of the sub-characteristics defined in the ISO/IEC 9126
hierarchical quality model [53] for the characteristic of maintainability. Changeability refers to those
attributes that reflect the effort required for software modification. According to a study that proposed a
quality model targeting open-source software [10, 25] based on the opinions of open-source
developers, changeability of object-oriented code can be assessed considering coupling, cohesion, and
the depth of the inheritance tree for each of the examined classes. Therefore, in the context of software
quality evolution analysis, we employed CBO [54], LCOM* [48], and Depth of Inheritance Tree [54]
as measures of the corresponding internal qualities. In analogy to the first case study, the NOO and the
NOA have been employed to capture the size characteristics of each examined version.

The fourth case study refers to the evaluation of two modules from a large-scale telecommunications
software system implementing a digital switching product for public telecommunications networks.
The system under study is being developed for more than 30 years and provides a multi-level platform
supporting a range of applications including the provisioning of mobile telephony services. The
particular modules that have been considered perform functions relevant to the handling of mobile
application part operations exchange between nodes of a mobile telephony network. Each module
communicates with other system modules within the platform by means of well-defined signal
interfaces. These interfaces are associated with corresponding pieces of code that execute either after
signal reception (in order to process the received message) or before signal sending (in order to prepare
the message to be sent). The amount of functionality carried out by each module can therefore be
accurately captured by the number of such interfaces.
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After contacting the team involved in the development and maintenance of these modules and
explaining the capabilities of DEA, the software engineers have shown interest in assessing the
evolution of quality in terms of the number of faults encountered in each module. Obviously, the
number of faults cannot be assessed in isolation and should be normalized over the amount of
functionality offered by each module. Because the employed issue tracking system enables the
classification of faults found during testing, the goal was to assess the evolution of quality
considering the presence of two types of faults, namely design and programming faults. Design
faults are considered as more severe than programming faults because they are associated with the
violation of design rules and/or incorrect or missing actions and might entail corrective actions in
other system modules.

A rough rule of thumb regarding the application of DEA is that the number of DMUs should be
equal to or greater than max{n x m,3 X (n+m)}, where n and m the number of inputs and outputs,
respectively [20]. Because of the limited number of available versions for the two examined
telecommunications modules (10 and 12, respectively) and considering the aforementioned rule, one
input and two outputs have been selected for the application of DEA (three inputs/outputs require at
least nine DMUSs, and therefore the number of available versions is sufficient). As input, the number
of interfaces for each version is considered, whereas the number of faults belonging to each type
constitutes each of the two outputs. In this context, a module in a version might have y; faults of the
first type and y, faults of the second type. However, as noted by Waldo [55], treating each quality
level (e.g., design and programming fault categories) as a separate output dimension in the
application of DEA, does not allow the distinction of DMUs. For example, version vl with 10
design and O programming faults would not be distinguished from another version v2 exhibiting 0
design and 10 programming faults. To handle this problem, we adopt the approach by Olesen and
Petersen [56] and use the cumulative number of faults. In other words, the cumulative number for
programming faults includes the number of design faults, because a design fault is more important
than a programming one. Referring to the previous example, version vl would be recorded as
having 10 design and 10 programming faults, whereas version v2 would be recorded as having only
10 programming faults, and thus a better quality (in terms of faults, assuming no change in the input
characteristics of the two versions).

To validate the findings, which are extracted by DEA, which is a purely quantitative approach, we
also used AHP, which principally has qualitative properties in terms of weights assigned to each
criterion. The entire material required to perform DEA and AHP calculations (primary metric values
used as inputs and outputs for DEA, relative importance of the criteria for AHP, and metric ranges
for the AHP rating scheme) is available at [57].

5.2. DEA and AHP results

5.2.1. Case study 1: open-source project JMol. The results from the application of the super-
efficiency DEA model to the examined versions of JMol are shown in Figure 5 (third diagram). In
the same figure, the evolution of the employed input and output metrics is also illustrated to
highlight that the graphical interpretation of multiple metrics with simultaneous changes in the size
characteristics of the examined systems is a rather cumbersome task (top two diagrams). The visual
clutter is also evident from the relatively low average trend similarity between the time series
formed by the metrics’ evolution, which is equal to 0.36. The bottom diagram in the figure displays
the evolution of scores derived from AHP to enable a validation of DEA findings.

As it can be observed from Figure 5, there are five major time points at which drastic changes in the
metric values and correspondingly, in the extracted combined measures, take place (indicated by
vertical dashed lines). In the first point, corresponding to version 11.0.3 of project JMol, all output
metric values are getting worse. Despite the fact that the size of the system also increases in this
version, the overall picture obtained by the selected metrics indicates deterioration and this is
captured vividly by both the DEA efficiency score, as well as the corresponding AHP score. From
version 11.2.0 up to version 11.2.14, all input and output metrics and also the corresponding DEA
and AHP scores are relatively stable. On the transition from version 11.2.14 to 11.4.0, cohesion and
complexity are slightly improved; the size of the systems in terms of number of methods and
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Figure 5. Evolution of software metrics, DEA and AHP scores for JMol.

*DEA efficiency scores, which appear to be equal to unity are in fact slightly different from each other.
**DEA efficiency scores have been obtained with DEA-Solver Pro v6.0 [58].

*##*Metric values have been obtained with Borland Together 2006 [59].

*#%k*¥ AHP scores have been obtained with Expert Choice v11.5 [60].

attributes increases and only the complexity metric becomes worse. The latter factor is the only one
that has a negative impact on the overall assessment of quality, whereas all the others are considered
positive and therefore both the DEA efficiency score and AHP score record an improvement in this
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transition. A further improvement can be noticed in the last transition, which is caused by the increase
of cohesion and of the input size measures.

Because the application of DEA and AHP leads to rankings of the examined versions, the rankings
can be compared for their similarity. The most suitable measure for comparing the similarity between
permutations of the same set (as in our case, where the set of elements contains the versions under
study) is Spearman’s footrule distance [61]. For two permutations ¢; and ¢, of the same set of

elements S, Spearman’s footrule distance is computed as Fr'®l(a},a,) = Zlil |o1 (i) — 02(i)|, where
o(i) denotes the rank of the element i and IS| denotes the size of set S. Ties are handled by assigning
the mid position to the tied items. If, for example, there is a tie on the second, third, and fourth
place, all versions are assigned the same rank “3” [62]. A normalized value for Spearman’s footrule
distance can be obtained by dividing the sum by its maximum value, which is equal to %S> when
ISl is even and Y2(IS1+ 1)(IS1 — 1) when ISI is odd. The resulting normalized measure is equal to O
when the two rankings are identical and equal to 1 when lists appear in opposite order. Spearman’s
footrule distance between the rankings obtained by DEA and AHP for project JMol is equal to
0.237, whose low value provides a further validation for the applicability of DEA.

5.2.2. Case study 2: open-source project JFreeChart. The results from the application of the super-
efficiency DEA model to the examined versions of JFreeChart are shown in Figure 6. The top diagram
illustrates the evolution of the three output and the single input metric values, the central diagram
displays the evolution of scores derived from DEA, whereas the bottom provides for validation the
scores derived from AHP.

Whereas changes in the employed metric values are much more frequent in this case, major
differentiations that affect the trends are indicated by the vertical dashed lines. The combined
evaluation of the three output and the single input metric values is rather complicated in this case,
hindering the human evaluator from reaching unambiguous conclusions regarding the overall trend
of quality. The average trend similarity between the examined metrics is equal to 0.30 indicating an
even higher degree of cluttering than for the previous project. As an example, in the first significant
change corresponding to version 0.9.2, cohesion, which we want to reduce, starts to decrease
(positive change), fan-out, which we want to reduce, starts also to decrease (positive change), fan-in,
which we want to increase, also starts to descend (negative change), and at the same time the
number of classes drastically increases, which in the context of ranking software versions should be
interpreted as a positive sign (to put it simply, provides an excuse for the deterioration of output
metrics). The combined view of all these effects, as a careful observer would notice, is rather an
improvement in the design quality (captured by the selected metrics) and this is reflected by the
change in the DEA efficiency score between the first two horizontal lines. The AHP score also
captures the improvement, however as less intense, because weights assigned to each metric play an
important role. The overall trends depicted by the evolution of the DEA and AHP scores are
analogous. For JFreeChart, Spearman’s footrule distance between the rankings obtained by DEA
and AHP is even lower than for JMol (equal to 0.165), signifying a strong correlation between the
results of the two methods.

5.2.3. Case study 3: research project JDeodorant. The obtained scores from the application of DEA
and AHP to the 20 examined revisions of JDeodorant are shown in Figure 7 (bottom figure) along with
the evolution of the examined size metrics and the metrics corresponding to the sub-characteristic of
changeability (upper figure). The degree of visual cluttering among the individual trends is lower in
this case, because the average trend similarity between the examined metrics is equal to 0.508.
However, it is still difficult to interpret the individual trends and extract an overall conclusion
regarding the evolution of changeability.

From the evolution of the DEA efficiency score over the examined revisions, it becomes evident that
this particular aspect of quality, related to changeability, has been continuously improving. Given that
the authors had direct contact with the developers of this project, this comes as no surprise, because the
development team strived for design optimization by applying refactoring actions regularly. The
evolution of the scores derived from the application of AHP on the examined set of data validated
this continuous improvement. The Spearman’s footrule distance between the rankings obtained by
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Figure 6. Evolution of software metrics, DEA and AHP scores for JFreeChart.

DEA and AHP for JDeodorant is equal to 0.195, indicating that DEA and AHP lead to very similar
assessment of the overall evolution of changeability.

If a metrics combination approach is successful in capturing several metrics, which are associated with
the same quality property (such as changeability in this case), then it should be demonstrated that the
combined value is highly correlated to the desired property. However, as already mentioned, quality
sub-characteristics are not directly quantifiable; that is why a number of metrics are required to assess them.

To confront this problem, we employed secondary measures, which are related to some extent to the
quality property of interest. In this way, it becomes possible to investigate whether the evolution of
efficiency scores derived by the proposed DEA approach matches the evolution of these measures
and by inference, the evolution of the examined property.

In discussions with the development team of JDeodorant, it was agreed that a secondary measure,
which can provide insight into the evolution of changeability (without resorting to the
aforementioned metrics), is the number of added/modified lines of code to fix a single bug. This
measure would be ideal if bugs were of exactly the same type. To mitigate this threat, only bugs
whose fix concerned a single class have been selected. Figure 8 shows the evolution of the number
of added/modified lines of code to fix a single bug (trendline).

The preceding trend provides further confidence into the validity of the extracted DEA scores, which
indicate that changeability increased gradually with the passage of versions. The same trend is depicted
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Figure 8. Number of added/modified LOC to fix a single bug (Trendline).

from the fact that the number of lines that have to be added or changed in order to fix a single bug in
JDeodorant, has been reduced significantly over time.

5.2.4. Case study 4: industrial telecommunications system. To enable the presentation of the results
for the two examined telecommunication modules (without referring to actual module names or
version numbers), the first module will be denoted as A (having 12 versions) and the second as B
(having 10 versions). The evolution of input and output measures (number of interfaces and design/
programming faults) for module A is shown in the upper plot of Figure 9, whereas the scores
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Figure 9. Evolution of input/output measures, DEA and AHP scores for module A.

derived from the application of DEA and AHP are shown in the bottom plot. The corresponding results
for module B are shown in Figure 10.

The degree of visual cluttering among the individual trends is higher in the first module. In the second
module, the number of interfaces and the number of faults appear to increase with the passage of versions
enabling a rather easier interpretation of the overall trend in quality. This is validated by the average trend
similarity, which is equal to 0.364 and 0.667 in the first and the second module, respectively.

The evolution of the DEA efficiency score over the examined versions reveals an improvement of
quality for the first module and a deterioration of quality for the second one. For example, in module A,
the last examined versions exhibit a relatively low number of programming and design faults, which, in
combination with the significantly larger size in terms of delivered functionality, yield the observed
large efficiency scores. On the contrary, in the second module B, the number of design and
programming faults is constantly increasing in the last versions, leading to lower efficiency scores. The
simultaneous concurrent increase in delivered amount of functionality is not sufficient to justify an
improvement or stabilization of quality. These observations are in agreement with the opinion of the
software engineers involved in the development and maintenance of the corresponding products
regarding the evolution of quality considering the number of faults as indicators.

The application of AHP on the examined modules validates the findings derived by DEA as the
corresponding score evolution matches closely the evolution of DEA efficiency scores, leading to
almost identical rankings of the examined versions. The Spearman’s footrule distance between the
rankings obtained by DEA and AHP is equal to 0.222 and 0.08 for modules A and B, respectively.

Because there is no single property that can be related to the number of design and programming
faults, the engineers suggested to assess the validity of the extracted scores by means of the number
of faults having a priority beyond a certain level. Trouble reports, in the context of that company,
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Figure 10. Evolution of input/output measures, DEA and AHP scores for module B.

are initially given one of three priority levels (4, B or C), with A representing the higher priority. The
priority level is set based on the impact of that problem. Because only A and B priority levels have to be
handled immediately (C level priority problems can be resolved in a future version), the engineers
suggested that the number of problems with priority A or B should be used as a secondary measure
of quality improvement, related to the original measures of design and programming faults.

Figure 11 shows the evolution of A and B priority level trouble reports over the examined versions
(trendline) of module A. As it can be observed, the number of faults having a priority level of A or B is
gradually decreasing over time. The fact, that the overall trend for the combined view of quality

Faults with highest priority level
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Figure 11. Number of faults with two highest priority levels (Trendline).
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(as extracted by DEA, shown in Figure 9) approaches the trend of high-priority faults (in an inverse
manner), provides a partial validation for the aforementioned DEA findings.

According to the results for all examined case studies, DEA appears to be a promising alternative for
evaluating and ranking several versions in the evolution of the same software project. The unification
of several metrics in a single view and the consideration of size characteristics, without the need to
resort to experts, provide a fair and informative way of observing whether the design quality of a
system improves or deteriorates.

6. LIMITATIONS — THREATS TO VALIDITY

6.1. Limitations

The application of DEA in order to assess the evolution of quality over a number of successive
software versions is subject to the following limitations, some of which are caused by the nature of
the approach and the others are related to the application domain. As already mentioned, to extract
reliable results from DEA, a minimum number of DMUs should be considered. In the context of
software, this means that very short evolution periods, with a limited number of available versions,
cannot be assessed effectively. Concerning the number of inputs and outputs to the approach, DEA
can handle any number of them. However, as the number of inputs/outputs increases, the
discriminative power of DEA becomes weaker. In other words, the consideration of a large set of
design metrics as outputs would not lead to a sharp discrimination among the examined versions.
Concerning the application of DEA in the context of software, non-functional requirements cannot
be handled, because DEA requires a quantitative measure for each input. Consequently, differences
between software versions in the number of implemented non-functional requirements might get
unnoticed. However, different versions of the same system are expected to exhibit less drastic
changes in the set of implemented non-functional requirements than different software systems.

6.2. Threats to validity

The validity of the application of DEA in the field of design quality evaluation is subject to the
following threats, including threats to construct internal and external validity [64].

Concerning the extent to which the model on which DEA operates actually reflects the real
conditions (construct validity), the use of size measures as a surrogate for the amount of offered
functionality (provided by measures, such as function points), might provide an inaccurate
estimation of inputs. As explained in Section 3.2, size metrics can only be considered as reasonable
inputs to the final design phase, when most of the behavior and state information of the system have
been consolidated. The fact that non-functional requirements cannot be used as inputs to DEA might
also affect the accuracy by which changes between different software versions are captured in the
model.

Regarding factors that may affect the relationships that we are trying to investigate (internal
validity), a valid threat is that important inputs and most probably outputs might have been ignored.
The selection of a limited number of metrics certainly does not capture all aspects of the design
quality of the examined versions. However, depending on the quality assessment strategies
employed in each project, a small number of selected metrics is usually sufficient for evaluating a
specific sub-characteristic (such as analyzability or testability) of a hierarchical quality model.
Another threat is related to the fact that DEA does not impose user-selected weights on any of the
metrics, whereas quality monitoring might put higher emphasis on some aspects of the design.
However, according to the fundamental principles behind DEA, one of the conditions that must be
satisfied to ensure meaningful results is the selection of outputs, which do not have tremendous
differences in terms of their importance for the assessed DMUs.

Finally, the results from the application of DEA suffer from the usual threats to the external validity,
that is, the factors that limit the ability to generalize the DEA findings. However, the goal of the
proposed work is not to provide an indisputable assessment for the evolution of quality of the
examined projects but rather to illustrate the application of DEA in a software context.
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7. CONCLUSIONS

In this paper, we have illustrated the use of DEA in order to rank various versions of a software system
based on the values of design metrics and size characteristics. The main benefit obtained from the
application of DEA, which is normally employed in an economic context, is the ability to provide a
unified view of several metrics and the normalization of the derived scores over the size properties
of the examined systems. Eventually, DEA leads to an efficiency score for each examined project
enabling the ranking of various versions and the analysis of the evolution.

Results for two open source, one research and two industrial case studies, for which different design/
quality metrics and input characteristics have been employed, indicate that DEA and particularly the
super-efficiency model provides a promising alternative for the combination of metrics. The findings
from another widely used multi-criteria decision analysis approach, namely AHP, validate the
efficiency scores obtained by DEA. However, in contrast to AHP, DEA does not rely on weights for
the employed criteria, allowing a more objective and automated means of evaluation.
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