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ABSTRACT 
Graph Theory, which studies the properties of graphs, has been 
widely accepted as a core subject in the knowledge of computer 
scientists. So is Object-Oriented (OO) software engineering, 
which deals with the analysis, design and implementation of 
systems employing classes as modules. The latter field can greatly 
benefit from the application of Graph Theory, since the main 
mode of representation, namely the class diagram, is essentially a 
directed graph. The study of graph properties can be valuable in 
many ways for understanding the characteristics of the underlying 
software systems. Representative examples for the usefulness of 
graph theory on OO systems based on recent research results are 
presented in this paper. 

Categories and Subject Descriptors 
D.2.10 [Software Engineering]: Design – Representation, D.2.11 
[Software Engineering]: Software Architectures – Patterns, 
G.2.2 [Discrete Mathematics]: Graph Theory – Graph 
Algorithms 

General Terms 
Algorithms, Design, Theory 

Keywords 
Graph Theory, "God" classes, clustering, design pattern detection, 
scale-free 

1. INTRODUCTION 
A graph is informally defined as a set of objects called vertices 
connected by links called edges [27]. Graphs are visually 
represented as dots connected by lines and this convenient form 
has made them appealing to computer scientists. The amount of 
technological, social and biological networks that can be 
represented as graphs is enormous, a fact that made graphs 
essential part of any Data Structures course in engineering and 
computer science schools. 
 Object-oriented systems aim at modeling a given problem as 
well as its solution as a set of interacting objects. Objects are 
instances of classes that define their state attributes and a 
(common) behavior. The static and dynamic aspects of the 
architecture of an object-oriented system are nowadays being 
represented by employing one or more diagrams of the Unified 

Modeling Language (UML) [22]. Among all diagrams, the most 
common representation is the class diagram depicting the classes, 
their methods and attributes and most importantly the 
relationships between them.    
 Class diagrams can be perfectly mapped to graphs where 
vertices represent the classes, while edges correspond to a 
selected type of relationship (e.g. association, generalization, 
composition, etc). In this paper, it will be shown that by 
exploiting theorems and algorithms from Graph Theory it is 
possible to extract important knowledge regarding the represented 
object-oriented system. The examples that will be presented will 
include a methodology for identifying "God" classes [3] [21], 
spectral graph partitioning algorithms for locating clusters of 
strongly communicating classes, an approach for detecting 
instances of Design Patterns as well as a proposal for evaluating 
the "scale-freeness" of an object-oriented system.  
 Graphs have long been used in several fields of computer 
science. To mention a few, we will give examples from several 
phases of the software development lifecycle. During 
Requirements Specification, Data Flow Diagrams (DFDs) are 
essentially graphs where vertices represent transformations and 
edges the data flows. Finite State Machines (FSMs) and Petri Nets 
have also been successful for capturing the requirements of 
synchronous and asynchronous systems due to the appealing 
graphics notation. During design, any sort of Graphical Design 
Notation (GDN) used for describing relations among modules is 
essentially a graph. In this broad set of techniques directed edges 
represent the dependency of one software component on another, 
which is essential information for the structure of procedural 
programs [12]. During testing, another example is the control 
flow of a program associated with the well known McCabe's 
complexity measure which employs directed graphs for 
addressing the sequence of executed instructions, the structures 
that they form and the upper bound of tests for ensuring coverage 
[7]. Even software process management has benefited from the 
use of network diagrams for calculating earliest start and latest 
finish dates (CPM and PERT techniques) [28]. 

The rest of the paper is organized as follows: In section 2 the 
representation of an OO system as graph is illustrated. In section 
3 the use of Algebraic Graph Theory for identifying "God" classes 
is discussed. In section 4 the general technique of clustering using 
spectral graph partitioning is presented. Section 5 introduces the 
similarity scoring algorithm used for detecting design patterns. In 
section 6 a novel measure of the scale-freeness of an OO design 
and its evolution during various releases is discussed. 

2. SYSTEM REPRESENTATION 
For the following, we will assume that a directed graph 

),( EVG =  will represent the class diagram of the object-oriented 
system under study. The set of vertices V corresponds to the 
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classes of the system while the set of all edges E represents a 
selected kind of relationship between the classes. For example, if 
associations are to be represented, a directed edge ( ) Eqp ∈,  
indicates an association between classes p and q with a direction 
from p to q. As a result, to fully represent a class diagram, one has 
to exploit a number of graphs, one for each kind of relationship.  

For example let us consider the simple design of Figure 1. 
Each piece of information is represented as a separate graph – 
matrix (Figure 2).  

 
Figure 1: Sample class diagram 

 
Figure 2: Representation of sample system as graphs/matrices 

3. IDENTIFICATION OF "GOD" CLASSES 
In this example which has been proposed in [3] the goal is to 
identify heavily loaded classes of a design, that is classes which 
play the role of a central manager or controller point or the role of 
a central data holder. Such classes imply a poorly designed model 
and have been successfully tagged as "God" classes by Riel [21]. 
"God" classes violate the principle of uniform distribution of 
responsibilities and are difficult to implement, test and maintain.  
 The proposed approach for identifying "God" classes is based 
on a modification of the well-known HyperLink Induced Topic 
Search (HITS) algorithm, developed by Kleinberg [15], for 
identifying pages on the World Wide Web that are "authoritative 
sources" on broad search topics. The key idea behind HITS is that 
the quality of a page p, referred to as the authority of the 
corresponding document, is not related only to the number of 
pages pointing to p, called hubs, but also to the quality of these 
hubs. Hubs and authorities exhibit what could be called a 
mutually reinforcing relationship. 
 HITS can be applied to OO systems by employing a single 
graph that represents classes and associations between them. 
However, each edge ( )qp,  is annotated with an integer 

qpm , corresponding to the number of discrete messages sent to 
the same direction from p to q. (Discrete messages are extracted 

with static analysis and refer to the number of possible method 
invocations with different signatures). If a class p sends many 
messages to classes with large a-values, it should receive a large 
h-value; if p receives messages from many classes with large h-
values it should receive a large a-value. By modifying the 
approach in [15], this mutually reinforcing relationship motivates 
the definition of the following two operations: 

  Operation I: 
( )
∑

∈
=

Epqq
qpqp hma

,:
,                    

  Operation O: 
( )
∑

∈
=

Eqpq
qqpp amh

,:
,                   

which are graphically depicted in Figure 3. 
 The above equations can also be written as: 

hAa T= ,  aAh =  
where A is the adjacency matrix of the graph G under study, and 
a, h are the vectors of the authority and hub weights respectively. 
The above system can be solved either iteratively or by 
employing the Power Method from Linear Algebra and Perron's 
Theorem [3]. Without outlining the details, the authority/hub 
weights of all classes can be obtained by finding the normalized 
principal eigenvector of AAT  and TAA (where the principal 
eigenvector is the one associated with the largest eigenvalue).  
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Figure 3: Definition of authorities and hubs 

 To demonstrate the application of the technique let us 
consider an example usually found in textbooks, namely a design 
modeling the operation of a microwave oven, shown in Figure 4. 
The Oven class is a "Manager"-like object capturing most of the 
system functionality. The corresponding graph and adjacency 
matrix are shown in Figure 5.  
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Figure 4: Microwave oven design with "God" class 
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Figure 5: Corresponding graph and adjacency matrix for Figure 4 

For this system, the authority and hub weights (calculated as the 
principal eigenvectors of matrices AAT  and TAA ) are given by 
the vectors: 

 [ ]229.0459.0459.0688.00229.00=T
na  

 [ ]0000100=T
nh  

The central Oven class has an authority weight of zero, since 
classes sending messages to it, do not receive messages by any 
other class than the central. On the other hand, it has a hub weight 
of one, indicating clearly that this class initiates any activity in the 
system.  
Consequently, the authority and hub weights for the classes of an 
OO system provide a natural way for quantifying their importance 
in the design, according to the responsibilities that they hold. 

4. CLUSTERING  
In general, software clustering aims at partitioning a software 
system into subsets of modules/components, so that the modules 
in each cluster share some common trait. A common criterion for 
partitioning, dating from the earliest days of Structured Analysis 
and Design, is to come up with clusters that exhibit high cohesion 
and low coupling. Spectral graph partitioning techniques first 
appeared in the early seventies in the research work of Donath 
and Hoffman [4] and Fiedler [8], [9]. They explored the properties 
of the algebraic representations of graphs (Adjacency Matrix, 
Laplacian Matrix) and introduced the idea of using eigenvectors 
to partition graphs. 
 In the OO systems domain, clustering can be viewed as the 
process of partitioning the system into sets of strongly 
communicating classes or hierarchies of classes. Such dense 
communities of classes exhibiting intense interaction in terms of 
method invocations, might imply relevance of functionality or 
even possible reusable components. Clustering can also be helpful 
in reducing the search space of algorithms that seek to identify 
patterns or specific structures within an OO system. 
 Given the n × n adjacency matrix A of an undirected graph G 
representing the class diagram of an object-oriented system 
containing n classes, the degree matrix of G is the n × n matrix    
D = [dij] defined as: 

⎪
⎩

⎪
⎨

⎧

≠

== ∑
=

jiif

jiifad

n

k
ik

ij

,0

,
1  

The Laplacian matrix of G is the n × n symmetric matrix defined 
as L = D – A. It should be noted that the smallest eigenvalue of 

the Laplacian matrix is zero, with an associated eigenvector 
whose all entries are equal to one.  

The properties of the eigenvector x2 associated with the 
second smallest eigenvalue λ2 have been explored by Fiedler [8], 
[9]. The eigenvector x2 and its associated eigenvalue λ2 are 
therefore known as the Fiedler vector and Fiedler value, 
respectively. The Fiedler value is related to a vast amount of 
valuable information concerning a graph, including connectivity, 
diameter, mean distance etc [17]. Here we will review the use of 
the Fiedler vector for providing an optimum partition for the 
graph G. By viewing the bisection of a graph as a discrete 
optimization problem [14] it has been proved that by clustering 
the vertices of a graph G in two sub-graphs according to the 
positive and negatives entries of the Fiedler vector, corresponds to 
a partition which minimizes the total weight of the edge cut 
between the two sub-graphs. This is the foundation of spectral 
methods.  

Practically, by extracting the Laplacian matrix for the graph 
representing an OO system and its Fiedler vector, it is possible to 
obtain two sets of classes, which are well separated from each 
other (exchange the least number of messages) but are dense in 
the sense that they are strongly communicating. Since 
bipartitioning can be performed for undirected graphs, the 
adjacency matrix of the initial graph is constructed by summing 
the number of messages exchanged between a class pair in both 
directions and setting the sum as weight for the edge linking the 
two classes. Partitioning can be performed iteratively (by 
bipartitioning each resulting graph); However, an appropriate 
criterion should be used for stopping the partitioning process, 
otherwise we would come up with clusters containing a single 
class. Although many different criteria can be used, the one that 
has been experimentally found to provide accurate results is to 
stop the partitioning if a resulting graph is less cohesive than its 
parent graph. In other words, if the number of external edges (the 
number of edges connecting classes inside the cluster to classes 
residing in other clusters) exceeds the number of internal edges 
(the number of edges between classes inside the cluster). 

To demonstrate this clustering technique let us consider a 
hypothetical object-oriented system consisting of a BusinessLogic 
part, a GUI part and a Database part, shown in Figure 6.    

 
Figure 6: Object-oriented design with three discrete parts 
  
The corresponding undirected graph results if classes are 

mapped to vertices and edges between them are weighted 
according to the total number of messages exchanged in both 
directions. The graph is shown in Figure 7.  
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The adjacency, degree and Laplacian matrices for this graph are 
shown below: 
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The Fiedler vector of the L matrix (calculated as the eigenvector 
corresponding to the second largest eigenvalue) is given by: 

]366.0,388.0,313.0,108.0,152.0,152.0,359.0,317.0,359.0,446.0[2 −−−−=Tx   
clearly differentiating the cluster of classes 1-4 (those related to 
the database) from the rest of the system. If spectral graph 
partitioning is performed in the same manner to the larger of the 
remaining clusters (classes 5-10), the Fiedler vector of the 
corresponding 66 × Laplacian will differentiate the cluster of 
classes 5-7, as shown graphically in Figure 8.  

Spectral graph partitioning techniques ensure optimum 
clustering; However, it should be considered that the calculation 
of eigenvectors is an extremely computationally intensive task 
which might lead to prohibitive times for large systems. 
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Figure 7: Corresponding undirected graph 

 

]366.0,388.0,313.0,108.0,152.0,152.0,359.0,317.0,359.0,446.0[2 −−−−=Tx

[ ]410.0,480.0,285.0,192.0,491.0,491.02 −−−=Tx

 
Figure 8: Clustering based on spectral graph partitioning 

5. DESIGN PATTERN DETECTION 
Design patterns are generally defined as descriptions of 
communicating classes that form a common solution to a common 
design problem. Since the publication of the most well-known 
catalogue of patterns [11], they have widely and rapidly attracted 
the interest of the software engineering community. Their 
proponents argue that their use leads to the construction of well-
structured, maintainable and reusable software systems. 
  According to Parnas [19] software engineering deals with the 
development of multi-version projects. That is, most large-scale 
software projects result in evolving products. The evolving nature 
combined with the large number of components often leads to an 
architecture that is complicated and quite messy. Design patterns 
are known to impose structure to the system due to the 
abstractions being used. Consequently, the identification of 
implemented design patterns could be useful for the 
comprehension of an existing design and provides the ground for 
further improvements [13], [26]. This is evident in the ongoing 
effort of most CASE tools that attempt to embed design pattern 
detection techniques in the reengineering process. 
 Considering the representation of an OO system as a set of 
graphs, a pattern detection methodology can be formed based on 
graph matching algorithms. In such a methodology both the 
system under study as well as the design pattern to be detected are 
described in terms of graphs. However, conventional graph 
matching algorithms fail to detect patterns that differ from the 
standard representation usually found in textbooks. That is 
because, actual pattern instances, are often implemented as 
modified versions. Let us consider for example that the system 
under study in which patterns are sought, has two segments 
represented by the corresponding class diagrams of Figure 9. The 
pattern to be detected is also graphically depicted. This pattern is 
known as the RedirectInFamily elemental design pattern [24] 
which forms a part of the well known Decorator and Composite 
patterns. Obviously, the class diagram of segment 1 is a modified 
version of the design pattern, containing an additional inheritance 
level. On the other hand, segment 2 does not form a pattern since 
it only consists of a simple hierarchy of classes.  
 However, exact graph matching algorithms will not detect any 
match while inexact matching algorithms will erroneously detect 
that segment 2 is closer to the pattern.  
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System segment 1         System segment 2    Elem. Des. Pattern 

Figure 9: Class diagrams of two system segments and a pattern 
 
Exploiting recent research on graph similarity, an algorithm 
proposed by Blondel et al. [2] which is based on Kleinberg's link 
analysis [15] can be used for the detection of patterns. The 
algorithm generalizes the concepts of authority and hub and 
iteratively calculates the similarity between the vertices of two 
different graphs. Let GA and GB be two directed graphs with, 
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respectively, nA and nB vertices. The similarity matrix S is 
defined as a AB nn ×  matrix whose real entry sij expresses how 
similar vertex j (in GA) is to vertex i (in GB) and is called the 
similarity score between the two vertices. The algorithm used for 
calculating the similarity matrix S is shown below: 

1. Set Z0 = 1 
2. Iterate an even number of times 

  

1

1
AZBABZ

AZBABZZ
k

TT
k

k
TT

k
k

+

+
=+  

and stop upon convergence 
3. Output S is the last value of Zk 

where: 
A, B are the adjacency matrices of graphs GA and GB, 
respectively, 
Z0 is a AB nn ×  matrix filled with ones 

1.  is the 1-norm of a matrix 

For the application to pattern detection, the algorithm takes as 
input the graph that represents the system under study as well as 
the graph describing the pattern of interest. Next, it calculates 
similarity scores between their vertices. The major advantage of 
this approach is the ability to detect not only patterns in their 
basic form but also modified versions of them.  
 Consider for example the graphs describing the relationships 
of the class diagram shown in Figure 9. The system segments and 
the pattern are fully specified by a generalization and an 
association graph as shown in Figure 10. The corresponding 
adjacency matrices are shown in Figure 11. 
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Figure 10: Corresponding graphs for Figure 9  
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Figure 11: Corresponding adjacency matrices for Figure 9 

The similarity matrices between the corresponding graphs of 
segment 2 and the pattern are: 
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To preserve the validity of the results any similarity score must be 
bounded within the range [0, 1]. Therefore, the resulting matrix is 
normalized by dividing the elements of column i (corresponding 
to similarity scores between all system classes and pattern role i) 
by the number of matrices (ki) in which the given role is involved. 
This is equivalent to applying an affine transformation in which 
the resulting matrix is multiplied by a square AA nn ×  diagonal 
matrix, where element (i, i) is equal to ik/1 . 

Consequently, the normalized scores that will eventually 
highlight similar nodes are calculated as: 
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where k1 and k2 correspond to the number of matrices in which 
pattern roles 1 and 2 are involved, respectively. (In this case both 
roles are involved in the association and the generalization 
matrix).  
 On the other hand, the similarity matrices between the 
corresponding graphs of segment 1 and the pattern are: 
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The two larger entries in the last matrix indicate the strong 
similarity between classes (A, 1) and (C, 2) of the corresponding 
UML diagrams for system segment 1 and the pattern, shown in 
Figure 9. In contrast to the results from the inexact matching 
algorithm which indicates that the pattern is much closer to the 
structure of segment 2, the similarity algorithm correctly 
identifies the pattern being implemented in the structure of 
segment 1. The NormScorespattern,seg2 similarity matrix also 
indicates similarity between classes (a, 1) and (b, 2), which is 
reasonable since the generalization matrices of segment 2 and the 
pattern in Figure 9 are the same, but the strength of similarity is 
lower due to the difference of their association matrices. 
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 Consequently, similarity scoring can be used for identifying 
design pattern instances in an OO design, even if the 
implementation of the pattern is modified or refactored [10].  

6. SCALE-FREENESS OF OO SYSTEMS 
Recently, the investigation of scale-free graphs has become one 
of the most popular topics in a wide range of scientific domains 
involving networks. Examples of such graphs range from the 
topology of the Internet to biological and even social networks. 
Initiated by the work of Barabasi et al. [1] and Faloutsos et. al [6] 
an extensive study of whether several network properties (such as 
the in and out degree of nodes) follow power-laws has been 
performed. Particularly the Internet seems to display quite a 
number of power-law distributions such as the number of visits to 
a site, the number of pages within a site and the number of links 
to a page. At a next level, research has focused on the 
mechanisms that generate scale-free networks, such as 
preferential attachment and random growth. As a logical 
consequence, it has also been investigated whether scale-free 
phenomena exist in purely technological networks such as class 
collaboration graphs [18] and object graphs [20], in OO systems. 
 According to most studies, including those referring to OO 
systems, a scale free phenomenon shows up statistically in the 
form of power law. Mathematically, a distribution ( )kP  obeys a 

power law or scaling relationship if ( ) γ−kkP ~ , where k is the 
scaling index. Power laws are usually graphically detected, since 
the relationship of ( )kP  versus k , plotted on a log-log scale 
appears as a line of slope –k. For example, in the diagram of 
Figure 12 we have plotted the cumulative frequency of 
associations between classes for three open-source software 
systems, namely JUnit, JHotDraw and JRefactory. (The term 
association is used in a general sense to indicate a relationship 
between two classes that exchange at least one message). It 
appears that this measure follows a power-law and according to 
most researchers this single evidence would imply that the 
network, regarding the association degree is scale-free. 
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Figure 12: Power law for association degree distributions in three 
open-source OO systems. 
 

Concerning the most widely acknowledged theory for scale-free 
networks, most studies agree in that scale-free networks: 

- have power law degree distributions 
- can be generated by certain random processes 
- have highly connected "hubs" (nodes with large degree) 

However, in a recent study [16] it has been pointed out that 
simply the presence of a power law degree distribution (which is the 

criterion used by most previous studies to claim that a network is 
scale-free) is not sufficient to imply the other properties. More 
importantly, a structural metric has been proposed whose value can 
be used to evaluate the scale-freeness of a network. For a graph g 
having fixed degree sequence D = {d1, d2, . . ., dn} the metric is 
defined as: 

( )
∑
∈

=
εji

jiddgs
,

)(  

where (i, j) denotes a graph edge belonging to the edge set ε. The 
metric value is maximized when high-degree nodes ("hubs") are 
connected to other high-degree nodes. 
 Among all (undirected and connected) graphs having the same 
degree sequence, there is a graph smax that maximizes the value of 
the metric s(g) and a graph smin that minimizes it. Thus, in order to 
obtain a normalized value for the scale-freeness of a given graph g 
one has to find smax  and smin and calculate: 

      ( )
minmax

min
ss
sgss

−
−

=  

It is important to mention, that using this definition, most graphs 
satisfying a given degree sequence are scale-free since they have 
large s values. According to [16] extreme diversity is exhibited by 
graphs having small s values which are called scale-rich and are 
rare. 

Given such a metric, it is not only possible to validate whether a 
given object-oriented system (represent as graph) is scale-free, but 
also to evaluate the evolution of the system as successive 
generations of the software are released. We have extracted the 
scale-freeness of the three open source systems (The calculation of 
the smax graph can be performed according to a heuristic provided in 
[16]. For the calculation of the smin graph we have developed a novel 
heuristic that is based on the idea of connecting the highest degree 
nodes to the lowest degree nodes and at each point it is checked 
whether the "remaining" degree sequence is realizable according to 
the Erdös and Gallai equation [5]). The results are shown in Figure 
13.  
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Figure 13: Evolution of scale-freeness for multiple versions of three 
open-source systems 
 

As it can be observed, in contrast to previous studies, the extent 
by which an object-oriented system is considered scale-free, 
changes as the system evolves. For the particular systems, even if 
the log-log plot of the cumulative degree frequency indicated that all 
three systems are scale-free, their scale-freeness according to the s 
metric is quite different. It remains an open question whether any 
conclusions can be drawn for OO systems having multiple versions 
regarding the tendency to become more or less scale-free by the 
time. Even more useful if such an allegation is verified, would be to 
obtain insight to the processes that reduce/increase the scale-
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freeness of an OO system and in what ways this information is 
related to the architecture of the system. Future research could 
investigate the relationship of scale-freeness to other structural 
metrics such as cohesion and coupling, use of polymorphism, 
inheritance, etc. 

7. CONCLUSIONS 
The study of graphs and their properties is a classical subject in 
most computer science departments around the world. Graph 
Theory can be further exploited by object-oriented software 
engineering, taking advantage of recent research results in various 
fields. In this paper four different applications of Graph Theory 
have been demonstrated, concerning: the identification of "God" 
classes, clustering, detection of design patterns and scale-freeness of 
OO systems. Since the architecture of an OO system can be 
naturally represented as one or more graphs, it is believed that 
research on the application of Graph Theory on such systems will be 
fruitful and that CS studies should strengthen the role of graphs in 
their curriculum.    
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